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Abstract

This paper describes a case study on group programming learning that has as central components the identification of specific demands for such domain and the requirement analysis for collaborative programming learning, using the record of activities and codes developed.

1. Introduction

The computer science academic community has always sought to understand why programming is a difficult task and how the methodologies adopted in introductory courses influence the way in which students learn how to perform this task. With respect to learning, regardless of the area under consideration, it is well known that group work fosters in the individual the development of abilities and strategies for the solution of problems that are of extreme importance for the construction of knowledge in that domain [23].

Group work has proven to be a necessity both in the job market and in education. From an industrial standpoint, the increasing demand for products and services has caused heightened competition and has lead companies to search for convergence in their activities so as to avoid duplication of efforts for the same task, thus prioritising collaboration among the various teams [3]. From the point of view of education, when collaborating students can see their pairs’ points of view and jointly build a solution for the problem presented. The effect of the contribution is easily perceived when following a course running in a Learning Management System, where one is able to analyse substantial differences in the refinement of registered solutions [1].

This article describes a case study conducted with first year students of the Computer Science and Computer Engineering undergraduate courses. The objective of this case study was to verify the adequateness and acceptability of group programming according to quantitative and qualitative analyses of the content developed by 9 student groups in the context of this work.

In Section 2 a bibliographical revision on programming learning is presented, emphasizing the difficulty in keeping a record of the cognitive processes involved. In section 3 the aforementioned case study followed by its quantitative and qualitative analyses are presented. Finally, in section 4 we present this work’s conclusion.

2. The programming activity and its learning

Learning concepts and methods for the construction of computer programs is not trivial, as it requires the use of
high level abilities and a high dose of abstract reasoning. In [8] it is emphasised that programming involves reasoning more than any other ability. But programming is also an engineering task, once it deals with the production of artefacts that must satisfy quality requirements and be subjected to verification.

In [19] it is pointed out that in introductory courses students seldom learn problem solving techniques. What normally happens is that students find great difficulty in applying their previous skills. This ends up becoming a source of fear and frustration, thus fostering evasion. In the work described in [7] an effort to develop a new programming course based on laboratory sessions, several activities were planned such as online discussions, programming exercises in pairs, reading of texts from the Internet, reflection annotations, diary entries and collaborations using the pair review process to criticise colleagues’ replies to a given topic.

The latter article deals with the transformation from a methodology involving theoretical and practical classes to one that uses only practical classes, with distinct activities well distributed among the sessions. In spite of the preoccupation with developing questionnaires to create in the students the habit of reflection, such methodology proved inefficient to detect confusion in the grasping of concepts. As to the programming exercises carried out in pairs there is no evidence of an improvement in performance as a result of this technique given that there was no record of pair activities or even a control group.

Following the learning evaluation line, the work presented in [6] describes a combination of some evaluation techniques in an introductory computer course and demonstrates through statistical analyses the differences and relationships among these techniques. The course was planned following the premise that before learning how to program students must be able to solve problems. Therefore, firstly students solve problems without the use of a programming language and later learn how to use it to represent solutions.

After the initial phase of problem solving, the course continues with six laboratory sessions where students must individually solve problems, being allowed to consult their pairs whenever they deem necessary. It must be pointed out that problem complexity increases as the sessions advance. Once this phase is over a case study is proposed consisting in the development of a program (normally a game) by small groups (2 to 4 members). A learning evaluation is conducted statistically comparing student performance in the laboratory sessions, case study and controlled individual practices without consultation (such as tests) carried out twice throughout the course.

The contribution of the above mentioned work is the statistical analysis of correlations among the evaluation mechanisms used. Although it is important to know if the students are being evaluated by the most efficient methods for their learning, other factors are disregarded, as it occurs with the nature of the work developed in groups – for instance, there is no control of the development of each work, making it impossible to ascertain if a given task was performed by a single student, which would cause an error in the correlations.

Once again using evaluation models to teach programming, the work described in [15] uses the students pre-evaluation as a basis to categorise them in learning stages as defined in Bloom’s taxonomy. From there the course is formatted in such way as to offer differentiated activities for students in the different stages of training.

In an effort to identify aspects that can facilitate programming learning, the work described in [9] states that through students’ answers to questions such as “what is programming?” it is possible to define a presentation order for the programming paradigms. The authors depart from the principle that students need to know what programming learning really is in order to actually learn. The majority of the answers surveyed suggest that they must first be exposed to a more structured reasoning before being presented to object abstractions in OOP.

What is really necessary to facilitate programming learning is still an open question. Although the above-mentioned articles attempt to find an answer to this question, there are no works in the reviewed literature that have succeeded in establishing undisputed methods and techniques for group programming learning. On the other hand, there have been initiatives whose focus is to create and maintain student interest in the course using concepts of extreme programming, already widely used in development teams in the software industry.

3. A Case Study for an Introductory Programming Course

A case study on introduction to programming was carried out in the first semester of 2007 with two groups of students enrolled in the first semester of the Computer Science and Computer Engineering courses at the Federal University of Amazonas.

The objective of this case study was to propitiate students the experience of developing solutions for complex problems through the distribution of tasks, negotiation, composition of partial solutions and successive refinements. This was achieved working in groups of up to 5 members who were also responsible for recording the activities developed along the several work stages, using a version control environment denominated AAEP [1]. At the end of the course, as a final activity, a group task was posed. The solution had to be supplemented by the record of the interactions among team members. Then, the analysis and interpretation of
these data based on classification, codification and tabulation processes took place.

Besides developing code and keeping the record of interactions the students also answered a questionnaire, which was submitted to a quantitative analysis. Finally, they spoke freely of their difficulties and of the work’s development stages, being these comments subsequently submitted to a qualitative analysis.

### 3.1 Quantitative analysis

The aim of the questionnaire was to figure out the adherence level to the learning progression scheme proposed as a way to move from individual to group learning through the integration among team members. The data was analysed according to the absolute distribution suggested in [14] described in Table 1.

#### Table 1 - Distribution of the Experimental Study

<table>
<thead>
<tr>
<th>Criterion</th>
<th>Answers</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Totally</td>
</tr>
<tr>
<td>Suggested sequences</td>
<td>7</td>
</tr>
<tr>
<td>Goals reached</td>
<td>7</td>
</tr>
<tr>
<td>Problem solved</td>
<td>7</td>
</tr>
<tr>
<td>Search for similar code</td>
<td>4</td>
</tr>
<tr>
<td>Satisfactory annotations</td>
<td>6</td>
</tr>
<tr>
<td>Integration among team members</td>
<td>4</td>
</tr>
<tr>
<td>Reuse of team’s own code</td>
<td>8</td>
</tr>
</tbody>
</table>

As the analysis of Table 1 points out, there were 9 groups of respondents and in all criteria there was a predominance of “Totally” answers that indicates satisfaction and achievement in performing the group task. In most criteria, the majority of the answers fell in the first column (Totally) indicating that there was an attempt of following the specification of the problem. However, in the criteria “search for similar code” and “integration among group members” the answers are almost equally distributed among the three columns, indicating that the respondents were not quite comfortable on dealing with them.

### 3.2 Qualitative analysis

For the qualitative analysis the objects of the research were not reduced to the questionnaire’s criteria; instead, they were studied entirely in their daily application context, the latter already indicated in the case study description. As for the qualitative research it must be pointed out that, according to [10], the reflections of the researchers regarding their actions and observations in the field, their impressions, feelings and so on become data in themselves and constitute a part of the interpretation.

The groups’ and researchers’ reflections were collected and turned into texts based on their development reports put together by the groups and the annotations of the observer/researcher. Data documentation is not simply a neutral recording of reality, but rather an essential stage of its construction in the process of qualitative research. The interpretation of data is geared either to the codification and categorization or to the analysis of sequential structures in the text.

#### Table 2 - Difficults felt by the groups

<table>
<thead>
<tr>
<th>Informers</th>
<th>Description of difficulties felt by the groups</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>Interpreting the statement of some questions</td>
</tr>
<tr>
<td>B</td>
<td>Transforming the solution sketches into Haskell code; gathering the entire team; reaching consensus; joining all the solutions.</td>
</tr>
<tr>
<td>C</td>
<td>Understanding Haskell’s syntax; joining all the solutions.</td>
</tr>
<tr>
<td>D</td>
<td>Understanding how to build the program; building the program adequately; verifying errors; using the Hugs interpreter</td>
</tr>
<tr>
<td>E</td>
<td>Refining the solutions</td>
</tr>
<tr>
<td>F</td>
<td>Implementing the code</td>
</tr>
<tr>
<td>G</td>
<td>Using Hugs’ interpreter; understanding Haskell’s syntax</td>
</tr>
<tr>
<td>H</td>
<td>Refining the solutions; Dealing with recursion</td>
</tr>
<tr>
<td>I</td>
<td>Interpreting the statement of some questions; planning the solution; understanding Haskell</td>
</tr>
</tbody>
</table>
Two aspects were taken into account in order to analyse the texts of the development reports: the difficulties felt by the groups and the successes reported in the conclusion. The methodological procedure described by [16], proposing three techniques: a) abbreviation of content analysis; b) explanatory content analysis, and c) structuring content analysis, was also used. In order to summarize these texts at a higher abstraction level, a reduction of the material (the texts of the reports) was achieved through the omission of statements as the first technique proposes. According to Table 2, the difficulties described above were found. Table 3 presents the conclusions reported by the groups in their development reports.

Table 3 - Conclusions supplied by the groups

<table>
<thead>
<tr>
<th>Informers</th>
<th>Description of the conclusions supplied by the groups</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>It was very productive; we put our knowledge into practice; we learned how to work in a group</td>
</tr>
<tr>
<td>B</td>
<td>It taught us how to work as a team, helping each participant to mature and to learn how to deal with difficulties and each other’s differences; there was a group commitment in all the performed activities</td>
</tr>
<tr>
<td>C</td>
<td>Not reported</td>
</tr>
<tr>
<td>D</td>
<td>Not reported</td>
</tr>
<tr>
<td>E</td>
<td>It demanded a group joint effort; it demanded connection and, above all, consensus among all group members; communication among team members was kept mainly through the Internet (Chat and e-mail).</td>
</tr>
<tr>
<td>F</td>
<td>Not reported</td>
</tr>
<tr>
<td>G</td>
<td>Not reported</td>
</tr>
<tr>
<td>H</td>
<td>Not reported</td>
</tr>
<tr>
<td>I</td>
<td>A group joint discussion was necessary to find a viable solution</td>
</tr>
</tbody>
</table>

Regarding the conclusions reported by the groups, it is possible to formulate the following explanatory paraphrase: It is necessary to work in group and there is a demand for commitment, effort and agreement from the participants. The proposed activities were beneficial and represented a good opportunity to put into practice everybody’s acquired knowledge in programming.

The groups experienced several difficulties mostly related to the coding of the proposed solution in the Haskell language. Although solution planning was very difficult for the students for its outcome depends on their coordination and interaction, the main difficulty reported was related to skills in programming techniques and knowledge of the specific language. This entails that programming learning can be more efficient when conducted in a group following a model or scheme that facilitates this process.

Finally, the majority reported that the experience of carrying a programming activity in group was of great value. It is also observed that as important as group division was to perform the tasks, with the effective participation of each group member.

4. Conclusion

This article presents the analysis of a case study whose objective was to identify the difficulties in group programming learning, following the previous work described in [4,5]. As a reflection of the teacher researcher in this process, the performance of the groups was generally satisfactory. Comparing the implemented codes and their companion reports with the researcher’s annotations it is possible to find a match, which often indicates difficulties in putting together the parts of the program developed individually in independent modules to build and refine the complete program.

The triangulation of data reported here, which according to [14] regards the use of different data sources
and should not be mistaken as the use of different methods for the production of data, shows the same difficulties found in collaborative software development [24].

Finally, based on the first results of this research it is possible to propose a way of teaching in the introductory programming courses, which can provide a means to introduce collaboration into activities historically performed individually. In this direction, a programming learning scheme to group programming resulted from this work.
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